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Abstract—Fraud detection has long been established as an
indispensable element of fiscal reporting. Typically, fraud experts
identify patterns which are used by a development team to
implement a system to run over existing data for the identification
of suspicious behaviour. The process of defining rules is lengthy,
expensive and error prone; even for minor variation of properties.
In this paper we propose a framework enabling fraud experts
to directly experiment with fraud patterns, getting immediate
feedback based on past data so as to enable their verification and
refinement. Using a domain-specific language, the framework will
empower fraud experts to design the patterns, whilst the use of
automated fiscal trail analysis enables feedback from the effect
of the rules onto the system.

I. INTRODUCTION

Fraud is a problem that can be found in any financial
transaction system. The cost of fraud has been reported
to be substantial, with for instance, 234 cases known to
the police in Malta in the year 20101. In the USA, it was
reported that “The IRS could net almost $28 billion from tax
fraud and errors that are identified and ripe for collection.”2.
Consequently, focusing on the design of patterns that can be
used to detect fraudulent cases of tax reporting, has been an
important goal in any financial system.

Fraud detection can be approached in various ways with
the most straightforward way being that of manually
accessing various documents and auditing any suspicious
ones according to the fraud expert’s judgement. However,
this methodology has two well known disadvantages: patterns
which are common between cases can only be defined with
the fraud expert’s intuition, and that the process is too lengthy.

One approach which tackles these problems is that of
using machine learning techniques. Algorithms such as
Artificial Neural Networks (ANN) and Genetic Algorithms
can learn patterns when provided with historic data of financial
transactions [1]–[3]. Rules are then automatically induced
by the algorithm using a test data set. In the case of fraud
detection for a tax system, the test data could be composed of
all recorded tax entries, with the ones confirmed as fraudulent
marked accordingly. When a new tax return is submitted in
the system, the algorithm can advise whether the tax return

1http://www.nso.gov.mt/statdoc/document file.aspx?id=3173
2http://www.taxpolicycenter.org/UploadedPDF/900641.pdf

is to be audited based on the learnt patterns. However, the
algorithm has shown to be unsuccessful without intensive
work from the fraud expert and IT team [1]. Furthermore,
testing the ANN is not straightforward, since this approach
does not depict the learnt rules.

With an ANN, the fraud expert might find it difficult to
deduct the source of the problem if the system selects
erroneous records. It would be more natural for a fraud expert
to define rules in the first place, instead of analysing why the
result of an algorithm returned erroneous patterns. This issue
calls for a system which can have the rules defined precisely,
both at testing and implementation stages.
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Fig. 1. Approach of manual generation of fraud rules

Having clearly defined rules, thus separating any technology
issues (e.g. Why was this case selected?) from the business
ones (e.g. Is this a correct fraud pattern?) would enable the
fraud expert to focus more on the latter. To date, most of
the IT fraud systems implement rules directly in the main
system. Figure 1 shows a typical cycle required to adopt new
fraud detection system rules. The fraud expert starts off by
providing a list of rules to the developer who then implements
the system based on his/her interpretation of the rules. The
system matches cases that are supposed to be fraudulent, and
these are then examined by the fraud expert. Based on the
matched cases, the fraud expert may decide to refine the rule,
thus inducing an iterative process.



Certain issues emerge in this approach. The first issue
is the disparity between the area of expertise of the fraud
expert and the software developer, where such discrepancy
may influence the interpretation of the rules. In a taxation
system, for example, a taxpayer may be interpreted as anyone
who is registered with the tax department or anyone who
has ever paid taxes. Due to a possible lack of knowledge
of the area, the software developer may neglect such details
when implementing the rules, resulting in an inaccurately
implemented rule. Additionally, even if the rule has been
interpreted correctly, the system may contain a number of
bugs. Therefore, severe testing has to be done on the system
both when implementing new rules and when refining existing
ones. This clearly indicates that the whole cycle may be
lengthy, even when dealing with minor changes.

Once cases are identified as fraudulent by pattern matching,
these are subsequently audited. The cost of auditing someone
may be substantial, so in order to avoid unnecessary expenses,
the number of false positives (cases wrongfully identified as
fraudulent) should be minimised by analysing the impact of
new rules prior to implementation.

Another disadvantage of this approach is maintainability:
when a new rules needs to be added, existing ones have
to be analysed and understood. This might not always be
straightforward, especially with systems implemented years
ago and maintained by a number of different developers.
Rules which have been in place for a number of years should
be documented thoroughly, and this requires significant effort
to maintain [4].

It can be argued that it is crucial to involve the fraud
expert when defining or discovering rules. Instead of tackling
any technical issues, the fraud expert should focus on the
rules’ descriptions. Subsequently the fraud expert would be
aided by a monitoring system which, given the rules, selects
cases to be audited. An intermediate process is required to
automate certain steps, making the process faster and less
dependent on an IT person.

The major contribution in our work will be based on
Domain Specific Languages (DSL) to tackle the description
of the fraud detection patterns. DSLs [5], [6] are languages
which differ from generic languages in two aspects: (i) they
contain predefined concepts which are suitable for any issue
within the domain, and (ii) they provide a more restricted
set of expressions used to define rules. The first advantage
is crucial for fast definition of rules without the chance of
inducing bugs, since concepts like ‘income’, ‘expenses’,
and ‘profit’ would be predefined in a formal manner. The
fraud expert can then focus on the actual implementation
of rules rather than the technicalities that come with the
implementation of basic components. The second advantage
is the restricted language of a DSL, which when well
designed, provides a set of operators concise enough to avoid
ambiguities [7] yet expressive enough to define any possible
rule within the domain [8].

This process can be achieved using a runtime verification
(RV) framework to continuously monitor the system’s
behaviour, when provided with a set of properties. RV tools

are sometimes enhanced by an interface which aids the user,
in this case the fraud expert, in defining and refining rules. A
framework with a design mechanism and automated RV, will
be discussed in more detail in section 2. This approach will
be compared to other works related to the domains of DSLs
and RV, in section 3. Finally, we will conclude our paper and
illustrate the way forward for our proposed work in section 4.

II. PROPOSED ARCHITECTURE

Our proposed solution for fraud detection allows for an iter-
ative process. Iterations are needed to define and refine rules
without any dependency on IT personnel. As shown in figure
II, the process will start from the description of the rules
through a specific language for fraud detection, thus allowing
for a more formal, less ambiguous set of rules. These rules
will be automatically compiled and processed vis-à-vis the
main system. The result of this processing will be returned to
the user. The concise language and results may be augmented
into a workbench aiding the fraud expert by abstracting the
excessive technicalities found in the automated process.

Main System

Fraud Expert

Fraud System

Fig. 2. Architecture of automated system

A. A concise but expressive language

Our proposed system has to start off with a simple IDE
(Integrated Development Environment) capable of defining
rules in a clear and manageable way, such as a Domain
Specific Language. The use of the DSL paradigm has been
valuable in a wide range of domains, from graphics design
[6] to controlled language for contracts [7]. DSLs strive to
provide the expressiveness needed to describe the desired
properties, which, in terms of the fraud domain, refers to the
fraud detection rules to be composed.

A DSL has the advantage of being more concise than
standard programming languages, by providing the user with
the expressivity only for the concerned domain. For instance,
an example of an informal rule would be:

“Anyone declaring less than 2,000 Euro per year for
three years is likely to be fraudulent.”

It can be argued that this rule contains a number of
unspecified details:

• Does “Anyone” refer to any taxpayer category (indi-
viduals, companies, etc.)?

• Are the 2,000 Euro income or profit?

• Are the three years consecutive or not?



A DSL aids in eliminating any ambiguities with the use of
predefined operators. For instance, the “Anyone” keyword in
the first question above may be too generic, and formally
predefined constructs like “Taxpayer” or “Employee” would
reduce such ambiguity. Furthermore, in practice, the second
question may have a significant effect on the cases detected
for fraud. Assuming that the 2,000 Euro refers to income,
companies declaring more expenses than income for a number
of years would not be flagged, since the above rule targets
the income and not the profit. As a final result, companies
never paying taxes, due to the lack of profit, would end up
not being audited even though these may be very suspicious.

With regards to whether the three years are consecutive
or not, changing this detail in a manual system would require
major maintenance cost for implementation and testing. This
is because definitions of temporal logic can be hard to define
in an imperative language. Whilst it may be straightforward
to define any years without order, it would be more intricate
to define the “consecutive” operator. On the other hand,
constructing the “consecutive” operator in a DSL would
remove this heavy maintenance cost. As a result of these
three questions, a more formal rule may be:

“Any company declaring a profit of less than 2,000 Euro
per year for three consecutive years is likely to be fraudulent.”

A disadvantage claimed for DSLs is the initial cost [9],
which is higher than that of a standard application having
the rules hard-wired in it. However, fraud detection patterns
have been proven to change from time to time [2], thus
inducing maintenance costs. When compared to manually
implementing the rules into the system, DSLs require less
maintenance since a number of core concepts are predefined
in the system, such as the “consecutive” operator, since the
rules are dynamically imported into the system. Thus, any
effort in the refinement of rules is transferred to the fraud
expert who can independently describe rules as shown in the
following sections.

B. Automated monitors

Once the rules are defined, rules have to be compiled and
processed against the main system. Automated interpretation
and compilation of the rules reduces the chances of software
bugs, especially when there is an increase in the number of
iterations needed to refine a rule. Maintenance is rigorously
reduced by removing the dependency on the IT person. This
will be done by automating a number of steps:

1) Compiling the rules into an intermediate structure
2) Generating a number of monitors
3) Executing monitors on a subset of the system trace

With automated execution of the rules, the system may execute
the monitors on the existing logs and compare them to the
previous set of results, thus providing results directly to the
fraud expert in a more consistent manner.

C. Feedback Mechanism

Automated monitors allow for timely feedback when refining
rules. However, in order to achieve a feedback mechanism,

a monitoring system has to simulate the rules on a set of
data. This is not possible at runtime, since online monitoring
examines the current trail of events, whilst feedback of a rule
refinement would require the simulation of the rule on an
extensive trail of events in a short period of time. This can be
done using offline monitors [10], which allows the monitoring
system to retrieve the log of events from the existing financial
system. The feedback mechanism would have the power to
define the range of events to examine, since a rule might have
to be checked on a limited span of events.

The fraud expert would interact with the system by designing
rules and analysing the feedback from the rules. Having this
kind of behaviour in a timely manner would ultimately allow
for fast rule refinement and sensitivity analysis, before rules
are permanently applied onto the system.

Once the feedback is returned to the user, it would be
ideal to categorise the selected cases according to the
respective rule with which these were identified. In order for
this to be achieved, the automation discussed previously has
to be done in both ways: (i) from the DSL to the monitors
and (ii) from the monitors’ results to the respective rule.
Therefore, besides the compilation of monitors, a backward
mapping has to exist from the compiled monitors to the
rules described in the DSL. Figure 3 shows how the rules
written with the DSL are automatically compiled and, using
a monitoring system, cases to be audited are returned to the
domain expert.
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Fig. 3. Approach of automated system

III. RELATED WORK

Within this domain, research on the Artificial Intelligence
field [1]–[3] tackles rules’ discovery and/or optimisation
through machine learning using algorithms like Artificial
Neural Networks (ANN) and Genetic Algorithms. Whilst
claiming that, following an amount of work this approach may
be effective, the works in [1], [3] show that it is also noted
that the fraud expert has to analyse the results of the machine
learning algorithm in a more technical manner. Technologies
like the ANN do not provide adequate feedback with regards
to why certain cases have been selected and, in a sensitive



area like fraud, such analysis is vital.

Our two major areas of interest in this work are domain
specific languages and monitoring systems, which when
combined, provide the feedback required to refine rules. On
the topic of specific languages, [11] shows how graphical
representation can abstract processes from the excessive
technicalities. Graphical aid is advantageous when compared
to scripted approaches, since syntax errors cannot occur as
the input is controlled by the designated tools. In the domain
of fraud detection, it would be useful to have a descriptive
language which can be easily documented but this cannot
be directly achieved solely through graphical tools. Perhaps,
a suitable approach may be to have multiple compilations,
from the specification of rules to the outputted monitors and
documentation, such as the work found in [12].

Two advantages of DSLs found in [7]–[9], [13] highlight how
DSLs are suitable to define rules in a clear and concise manner.
[7] shows how DSLs may be used to reduce ambiguities with
a well defined structure for contracts. The second advantage
is the predefined core concepts found in DSLs like [8]. This
work starts off from the very basic operators of the domain
and builds up to the more complex operators based on the
basic ones. The final result is a concise yet expressive enough
set of operators. The conciseness of DSLs is also highlighted
in Lula [13] which uses a DSL to describe how to define stage
lighting. Being so concise, Lula does not cater for temporal
logic, however this can be augmented through Lulal, another
DSL found in the same work. This approach may be useful
in our domain especially with a large number of categories
for taxpayers (self employed, employed, companies, etc.).

The work found in [4] is the one that most closely
resembles monitoring aspect of our proposed system. The
architecture starts off with a set of requirements which,
when modelled, are converted into a Compliance Rule Graph
(CRG). Whilst the modelling from the requirements to the
CRG is unclear, [4] claim that an advantage of a graphical
representation is that there is a very simple mapping between
the designed rules and the actual structure used to monitor
the system. [4] claims that one of the most important factors
in a monitoring system is “root cause” analysis, i.e. knowing
why the system’s behaviour was found to be invalid. The
approach of providing the results of the processing within the
same graphical models may be suitable for refining rules.

IV. CONCLUSIONS

In this paper, we have proposed a system architecture capable
of handling the description of fraud detection rules in a natural
manner. This will be done using a DSL as a descriptive tool
and a monitoring system which examines the existing trail
of log for possible fraudulent cases. A fraud expert will be
capable of defining rules with diminished or no assistance
from an IT person. Being an iterative process, rules may be
refined, whilst a timely feedback will highlight the effect of
the refinement. The use of external DSLs is hypothesised to
be more suitable for this work, as it provides a more concise
yet expressive enough language. In addition to this, a DSL
aiding tool would provide further assistance to the fraud
expert at the rule-description stage.

In order to aid the fraud expert, a number of steps are
to be automated. Rules are to be internally formalised and
automatically compiled into monitors, thus shortening the
process. To our knowledge, no work tackles the description
of rules and the simulation of the rules upon the existing
trail of logs. Our contribution will be therefore to combine
a well-designed DSL with a feedback mechanism illustrating
the effect of rule refinement on the main system. This
approach is ideal for a sensitive domain like fraud detection
systems where one needs to thoroughly check the effect of a
rule before actually auditing cases.
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